Capa de aplicación

Existen varios modelos de servicios en la capa de transporte, los más importantes son el modelo **cliente-servidor**, el modelo **Peer-to-peer (P2P)** y un modelo **híbrido entre ambas P2P y cliente-servidor**. Para poder enviar paquetes se utilizan diferentes protocolos tales como **HTTP**, **FTP**, **SMTP**, **POP3**, **IMAP**, **DNS** entre otros.

Las aplicaciones se comunican a través de la red, estas deben ejecutarse en varios sistemas finales (sistemas con la aplicación) y el software solo debe ser escrito en los elementos que usen la aplicación, no en los elementos intermedios ya que estos no ejecutan aplicaciones.

En la arquitectura cliente-servidor tenemos dos elementos principales que son el **cliente** y el **servidor**.

* El cliente se comunica con el servidor, este se puede conectar con el servidor de manera intermitente, puede tener una IP dinámica y los clientes no se comunican entre sí.
* El servidor esta siempre en un host, su dirección IP es permanente y para escalar el sistema se utilizan granjas de servidores.

La arquitectura P2P es:

* Descentralizada, ya que no existe un servidor central para el control, los participantes se comunican entre sí y todos los nodos actúan como clientes y servidores.
* Distribuida, ya que la información no esta alojada en un solo sitio.
* La carga esta balanceada entre todos los participantes.
* La información es redundante para que sea más accesible.
* La disponibilidad es muy alta porque la caída de un host no bloquea un servicio.
* Los recursos están optimizados.

Como ejemplos de arquitecturas híbridas tenemos a Skype y los servicios de mensajería instantánea.

Las aplicaciones que se comunican en la red comunican sus procesos. Estos procesos son programas en ejecución de un sistema informático. Para comunicar diferentes sistemas informáticos se utilizan mensajes. En la arquitectura cliente servidor, el **proceso cliente** inicia la comunicación y el **proceso servidor** espera peticiones de los clientes.

Los procesos envían y reciben mensajes por la red a través de sus sockets. Los sockets son análogos a “puertas” (puertos). Podemos definir a un socket como la interfaz software por la que se envían paquetes, en un socket suele haber dos procesos principales:

* Proceso transmisor, envía los mensajes por el puerto. Este confía en la infraestructura de transporte al otro lado del puerto, la cual lleva los mensajes al socket en el proceso receptor del destino.
* Proceso receptor, recibe el mensaje y actúa sobre este.

Un socket es la interfaz entre la capa de aplicación y la capa de transporte de un host. También se conoce como **Interfaz de programación de aplicaciones (API, Application Programming Interface)** que opera entre la aplicación y la red.

Para que un proceso reciba un mensaje, éste debe tener un identificador único. Un host tiene una dirección IP única, pero ¿es suficiente la dirección IP? No, es necesario un número de puerto para identificar a un proceso dentro de un host. El servidor HTTP usa el puerto 80, el servidor e-mail usa el puerto 25.

Hemos dicho que para enviar mensajes hacen falta protocolos, hay diferentes tipos de protocolos **de dominio público** **(abiertos)**, permiten interoperabilidad y están definidos en RCFs, y **propietarios**, en general no permiten interoperabilidad.

Las aplicaciones pueden tener o no una transferencia de datos confiable, la tasa de transferencia en aplicaciones implica que pueda haber aplicaciones con un ancho de banda sensitivo o aplicaciones estáticas, el retardo de algunas aplicaciones debe de ser bajo para que estas puedan ser efectivas, por último un aspecto importante es la seguridad.

Los dos principales protocolos son:

* TCP. Está orientado a la conexión ya que requiere de un acuerdo entre cliente y servidor. El transporte es confiable, sin pérdidas. El control de flujo impide que se sobrecargue el receptor. El control de congestión frena al transmisor cuando la red esta sobrecargada. No provee garantías de retardo ni ancho de banda mínimo.
* UDP. Transferencia de datos no confiable entre los procesos transmisor y receptor. No provee acuerdo entre los procesos, confiabilidad, control de flujo, control de congestión, ni garantías de retardo o ancho de banda.